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Anomauisn

Po3spobreno npoepamne 3abesneuenns 8 cepedosuwi Unity 3 sukopucmannsim HLSL-wetioepis, sxe cnpsmosane na
BUKOPUCMAHHSA NPOOYKMUBHUX MemOo0i6 8i3yanizayii mpusuUMipHux cKAaoOHux OUHAMIYHUX cyeH memoodom Raymarching.
3anpononosanuii nioxio 3abesneuyc 6acamonomorKoge GUCOKONPOOYKMUBHE BUKOHAHHA OOUUCTeHb, WO 0036075€
nokpawumu zpagpiune 8i0meopenHs 300paxiceHsb y peaibHOMY YAci.

Kuro4oBi ciioBa: moiro, mkcens, MOJENb, AMHAMIYHICTE, mekaep, SDF, HLSL, Raymarching, Unity.

Abstract

The sofirware was developed in the Unity environment using HLSL shaders aimed at designed to utilize efficient
methods for rendering complex three-dimensional dynamic scenes using the Raymarching method. The proposed
approach provides multi-threaded high-performance computing, which improves real-time image rendering.
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Introduction

The current trend in microprocessor development reveals a significant decrease in the rapid growth of
computing power [1]. At the same time, the expansion of the usage scope of graphics software requires more
and more resources, initiating a necessity of alternative solution search. The most common shared method of
model visualization implements rendering based on wireframe models, in which an object is represented by a
mesh of vertices and edges [2]. This method is used in combination with surface rendering [3], which fills in
the empty gaps between the edges by forming and coloring conditional polygons to simulate three-
dimensionality. In fact, all such models use the rasterization method [4], in which each polygon is projected
onto the screen plane. After that, the pixels that the polygon covers are determined. As a result, this gives the
output color of the pixel. The research presented by the authors offers an alternative method for calculating
and visualizing complex three-dimensional models in dynamic real-time scenes, which makes it much easier
to find the solution of the problem of processing highly detailed objects in real time, since existing methods
cannot perform it due to the large amounts of vertex and edge data.

Main section

Within the scope of this research, software and an HLSL shader [5] were developed for real-time three-
dimensional visualization of complex dynamic models. Since in the proposed approach most of the calculations
are performed by the graphics shader, the main load falls on the graphics processor rather than the central
processor, which provides better performance through the use of multithreaded task execution.

The idea behind the proposed method is to replace traditional polygons with vertices and edges with a
combination of symbolic distance functions of simple shapes [6] with additional noise to create composite
functions of complex models and their subsequent visualization using a method similar to rasterization, called
Raymarching. Unlike rasterization, Raymarching represents the passage of imaginary rays with a certain
movement step, which will pass through coordinates converted from the screen to three-dimensional space.
Geometric figures will then be placed in this space. At the same time, each pixel will also be coloured
depending on the result of the passage, intersection with the surface of the figure or lack of intersection.

Since calculations are performed for each pixel on the screen, to ensure smooth calculations and reduce
visualization delays, it is recommended to use a shader written in HLSL. This language makes maximum use
of the multi-threading advantage of the computer's graphics processor compared to the central processor, which
is used only to form and transfer data to the shader for further calculations.



The design of composite and modified distance functions for future models is based on the use of
Raymarching calculation properties and additional techniques to ensure detail. Each distance function has a
input parameters points in coordinate space with certain dependent parameters of the figure, and returns
numerical value that indicate the distance to the surface of a specific figure relative to a specified point in
space. This makes it possible to perform operations such as inion shapes, calculating their difference and
intersection, as shown in Figure 1.

Figure 1 — The result of performing operations on cube and hexagonal prism figures

Here are the results of the union, difference, and intersection operations are presented. Each of these
operations is performed by executing mathematical formulas such as min, max, and max with a negative
parameter, respectively (formulas 1.1-1.3, respectively).

Union(x)=min(d1(x), d2(x)), (1.D)
Inter(x)=max(d1(x), d2(x)), (1.2)
Diff(x)=max(d1(x), —d2(x)), (1.3)

Furthermore, since three-dimensional space is represented by numerical values relative to the screen space,
it becomes possible to apply scaling, rotation, duplication, and shift (formulas 1.4-1.8, respectively).

d(x)—s-d(x/s), (1.4)

d(x)—d(R'x), (1.5)
where R — is the rotation matrix;

x—mod(x,p)—p/2, (1.6)
where p — repetition period;

d(x)—d(x—t), (1.7)

where t— displacement vector.

Extra methods for adding three-dimensional relief and giving graphic objects a natural look include
applying fractal and pearl noise. In addition, for complex geometry combinations, smoothed Boolean
operations are used with a numerical smoothing parameter, which provides more flexible control between
sharp and smooth geometry transitions.

Despite writing the shader in HLSL, the C# programming language was chosen for the main program. Its
advantages are OOP orientation and ease of use. Additioally, this language is convenient for creating an
interactive user interface.

The development perspective of the proposed approach include the implementation of this software as a
graphical basis for applications with a high demand for highly detailed dynamic and static scenes..



Conclusions

The work provides an alternative method for visualizing complex detailed models of objects based on
Raymarching using basic shapes and numerical operations on their geometry. This method will reduce the load
on application system components with high-quality high-speed graphics.
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