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Anomauin

Pozenanymo 3aoauy 3acmocysanns meipHux wabioHi8 NPOEKMYSAHHs Ni0 4ac po3poOKU cCMapm-KOHMPAKmis Ol
po3nodinenux 3acmocynkie. OOIPYHMOBAHO AKMYANbHICMb anani3y Oe3neKu 3acmocy8anHs Yux wabnoHie nepeo ix
peanizayiero 3acobamu mosu Solidity. Pozenanymo ocnoeni meipui wabronu. Busnaueno acnekmu Kibepbesnexu, na sKi
nompibHo 36epmamu ysaey nio uac ix peanizayii. Hasedeno pexomenoayii wjo0o sacmocysanus. 3anponoHosano npu-
K1a0u 00peuno2o SUKOPUCMAHHA WAON0HI8 npu po3podyi cmapm-Koumpakmis. Busaeneno cninohi npobnemu Gesnexu
MEIPHUX WAONOHI8 NPU 3ACMOCY8ANHA OIS Peani3ayii cMapm-KOHMPAKmie ma U3HAYeHO NePCReKmuUsU NnooaIbuux
00Cni0JICeHb 0151 NOM SIKULeHHSL IX He2amueHo20 6NIU8Y Ha Oe3neKy po3nodileHUX 3aCOCYHKIG.

KirouoBi cioBa: OmokueidiH, kibepOe3neka, CMapT-KOHTPAKTH, 3aXHUCT NAHWX, IMA0JIOHW TPOEKTYBAaHHS, PO3-
TIOJTITeHI 3aCTOCYHKH.

Abstract

The problem of creation design patterns utilizing when developing smart contracts for distributed applications, is
considered. The importance of analyzing the security of these patterns’ usage before implementing them by the means
of Solidity language is substantiated. The main creation patterns are considered. The cybersecurity aspects that need to
be paid attention to during their implementation are identified. Recommendations for their application are given. Ex-
amples of appropriate usage of the patterns at the smart contracts development are proposed. Common security prob-
lems of creation patterns application for the smart contracts implementation are identified and prospects for further re-
search are determined in order to mitigate their negative impact on the security of distributed applications.

Keywords: blockchain, cybersecurity, distributed technologies, smart contracts, data protection, design patterns,
distributed applications.

Introduction

Design patterns aid software developers at their task solving in many ways. For instance, they facilitate
communication, can be used as a best or worst practices for certain tasks solutions etc [1-3]. Some of them
are relatively programming language independent, while others heavily depend on certain language peculiar-
ities [2, 3]. Skills of successfully applying the former ones helps software developers to switch languages
and quickly learn new ones [2, 3]. However design patters usage at the distributed applications (DApps) de -
velopment, that involves Solidity programming language [4] for blockchain stored smart contracts creation,
is a tricky one due to security reasons [1, 5, 6]. Despite Solidity being the object-oriented language [4] which
technically allows software developers to use the most of language independent patterns, resulting software
execution won’t be the one, which was assumed by the GoF [3], who originally introduced them, and the
consecutive works those further develop the original idea [2, 7]. Those are caused by the stored data open-
ness and distributed nature of execution process at different nodes. Therefore an important task appears to
analyze security impact of language independent creation patterns implementation at the smart contracts de-
velopment process using Solidity.

The aim of the research is to enhance DApps cybersecurity by analyzing and drawing recommendations
of secure language independent design patterns application for the smart contracts development.

Creation Design Patterns Security Analysis

Creation patterns — ones used to create instances of the object/class/smart contract. They are very useful
for the smart contract cases, because they allow to create new smart contracts to the DApps after the initial
code deployment to the blockchain. This allows to provide flexibility to created DApp. The well-known lan-
guage independent creation patterns are the following:



e Factory — generates an instance of the smart contract without providing any instance logic [3, 5-7].
The pattern might need to be supplemented by access control modifiers in case, when business logic
forbids calls of the factory by any user. It should be used for predefined contracts deployment, for in-
stance, creation of the one-time used ticket.

e Factory method — is similar to the factory, but it allows to provide variety to created instances thus
adapting to the different tasks at the cost of logic complexity increasing [5, 7]. This pattern as well
may need to be supplemented by access control modifiers. It should be used for the smart contracts
those have several possible ways of business processes handling.

e Abstract factory — is basically factory of other factories [5, 7]. As other factories it might need access
control enhancement via modifiers. Due to its logic complexity and blockchain’s block gas limita-
tions (i.e. logic complexity and storage capacity cap) this design pattern might be less useful than
above-mentioned ones. However it is feasible to be implemented and the pattern is essential in cases,
when business restrictions draw need in creation of a several smart contracts instances set and fur-
thermore the ability to create different sets for different cases is required. For instance, the pattern
would be useful for multiple blockchain interaction instances.

® Builder — creates custom instances on the basis of user-defined input data [5, 7]. Thus a builder allows
to provide more adaptability to a DApp in comparison with other creation design patterns. The major
security issue for the pattern along with a need of access control lies in the testing area. Instead of
the common code implemented the builder testing the created instances should be tested as well,
However due to vast variety of instances those are possible to create using a builder exhaustive secu-
rity testing of each created instance might be very resource consuming comparatively to the previ-
ously mentioned patterns.

e Prototype — clones existing instances [5, 7]. Usually the pattern is good for making custom set in-
stances form the preset instances. However cloning is resource consuming in Solidity due to storage
constraints, making this pattern impractical. Therefore it is better avoid its usage at the current stage
of the blockchain technology development, particularly smart contracts’ way of execution by the
blockchain nodes.

o Singleton — ensures that only one instance of a particular class is ever created [5-7]. The pattern is use-
ful for creation of unique objects, those find many implementation as a non-fungible tokens. More
over the pattern is implemented as a standard smart contracts ERC-721, ERC-1155 [5, 6]. Thus one
can safely use a singleton by the means of these best practices.

The analyses of these creation design patterns show the common need of them to provide access control
in order to avoid their misuse by the third parties. Another security issue that needs to be addressed is related
to the extensive quality assurance and security testing covering beside the applied pattern’s code base, but
the created code base by this pattern. The latter causes additional complexity for the development. Thus the
testing should be performed by either by another smart contract developer, who is capable in security testing
techniques or by the testing specialist, who is capable in smart contract development.

Discussion

The application of the best practices of software development such as design patterns induce higher de-
velopment standards. Those include cybersecurity enhancement. However distributed applications, smart
contracts in particular, are performed differently from desktop, embedded or web applications. Consequently
both quality and security parameters should be reviewed for them [1]. Therefore the best practices are to be
reviewed as well.

This research considers creation design patterns application for Solidity programming language which is
used in the most blockchains for the smart contracts development purpose. The known works review shown
lack of relevant research in the field. The general scarcity of works about design patterns security analyses
impact the case of the smart contracts development focusing mostly on the use-cases rather than on generic
cases and metrics [5, 6]. In order to fill the gap this research contains the generalization of the creation de -
sign patterns analyses, which allowed to show the common drawback for the most of the creation patterns
application for DApps development purpose — a need of access control injection for these patterns.

Consequently the perspective of further development for the research is the studying of ability of access
control integration to the creation design patterns as well as comparative analyses of implementation ways.
Moreover security of the language specific creation design patterns should be performed in order to define



possible similarities between these two kinds of patterns. Therefore the outcome of the latter research may
aid generic approach of design patterns security enhancement.
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